Discussion of Agile Software Development Methodology and its Relevance to Software Engineering
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Abstract

Agile Software Development Methodology is a lesser-known and infrequently utilized methodology in academia. In reality, though, content developer software practitioners frequently employ this technique. This journal was created to give readers an overview of agile techniques and their use at various stages of software development in general.
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I. INTRODUCTION

Over the last few years, agile software development methods have grown in popularity[1]. Agile practices were created with the goal of delivering software quicker and ensuring that the program satisfies changing customer demands. Some argue that agile software development is the "contemporary" alternative for waterfall software development [2].

Traditional plan-driven software development techniques (such as waterfall) have the drawback of being too mechanistic to be applied in detail. As a result, industrial software developers are wary of new solutions that are difficult to understand, and as a result, they go underutilized[3]. Agile software development encompasses a wide range of techniques:

- Adaptive Software Development
- Extreme Programming (XP)
- Dynamic System Development Methodology,
- Feature Driven Development,
- SCRUM,
- Agile Modelling, and
- Crystal,

Various writers focused on various areas of software development. Some were concerned with methods to planning and requirements, while others were concerned with ways to build software that could be modified more readily, and yet others were concerned with the human interactions that allow software engineers to adapt more quickly to changing client demands[4], [5]. These different initiatives served as a focal point for a community that advocated a set of practices that succeed without requiring many of the activities that more defined methods need.

Literature Review

Agile Software Development Overview

Addison-Wesley Longman is a good place to start. According to dictionary definitions, the term "Agile" refers to the ability to move swiftly and effortlessly[6]. Thus, for a software development organization, "agility" refers to the ability to adapt and respond quickly, effectively, and properly to changes in its environment as well as the expectations imposed by this environment[4], [7].

Extreme Programming, Embrace Change1 was released in the fall of 1999, and the trend had found its spark. In early 2001, a gathering of innovators working on various agile approaches gathered and drafted the "Agile Manifesto for Software Development."

This manifesto emphasizes the following aspects of development:

- Individuals and interactions over procedures and tools
- Working software against thorough documentation
- Collaboration with customers rather than contract negotiations
- Adapting to change in a planned manner

They announced the 12 Agile Software Development principles, which are depicted in Figure 1.
Motivation

Traditional / heavyweight / plan-oriented techniques suffer difficulties and failure, therefore agile or lightweight development methodologies are a solution to the problem. With the characteristics of agile development techniques, developers are attempting to build software fast while maintaining the required quality[8].

Developers in the heavyweight environment have the difficulty of bringing a seemingly endless backlog of software projects to fruition while staying on top of the newest advancements. Most software projects fail against some measure of success, according to study after survey. Software is supplied late, beyond budget, and fails to satisfy quality standards[9]. Furthermore, determining the reasons of these failures is challenging. However, most projects fail for one or more of the reasons listed below:

- Requirements that are not clearly communicated
- Requirements that do not solve the business problem
- Requirements that change before the project is completed
- Software (code) that has not been tested
- Software that has not been tested in the way that the user will use it
- Software that has been developed in such a way that it is difficult to modify
- Projects that are not staffed with the resources necessary in the project plan
- Schedule and scope commitments are made before fully comprehending the needs or the technical hazards

At the same time, several projects that did not need binders of paperwork, comprehensive drawings, or project plans were highly effective[10]. Without all these extra stages, many experienced programmers had excellent success. The individuals working on the project, rather than the technology or procedures utilized, proved to be the decisive factor in project success. These events serve as a catalyst for engineers to abandon heavyweight techniques in favour of agile approaches to software development[11].

12 Agile Software Development principles

1. Satisfy customer through early and frequent delivery
2. Welcome Changing requirements even late in the project
3. Place emphasis on face-to-face communication
4. Promote sustainable development pace
5. Keep delivery cycles short (e.g., every couple of weeks)
6. Business people and developers work together daily throughout the project
7. The best results emerge from self-organizing teams
8. Simplicity is essential
9. Working software is the primary measure of progress
10. Build projects around motivated individuals
11. Continuous attention to technical excellence and good design
12. Team reflects regularly where and how to improve
II. METHODE

Characteristics
The following are some of the most frequent characteristics of agile development methodologies:

a. Lightweight
Agile techniques are easier to utilize than traditional (heavyweight) approaches because they need fewer steps to analyse, develop, and execute software requirements.

b. Adaptable
If the requirements are properly defined and do not change, heavyweight techniques for software estimating and project planning perform effectively. However, most projects’ needs vary over time, necessitating the use of methods that can adapt to changing requirements [12]. Because changes are the rule, not the exception, agile methodologies allow for a quick reaction to requirement changes.

c. Incremental / iterative
Developers only require short project cycles in agile development. A system that can be executed is not created at the end of a project. Instead, it is created quickly and provided to the customer for testing.

d. Collaborative
Agile development is collaborative because clients and developers collaborate often and in close communication. The client is supposed to be present at the construction site and to be actively participating in the construction process.

e. Simple and straightforward
The technique is simple to understand and adapt, as well as extensively documented.

f. People-oriented
Agile development techniques provide developers a lot of control. Developers make all the technical decisions, estimate the amount of work to be done, sign up for iteration tasks, and decide how much procedure to follow in a project. As a result, it is more concerned with people than with processes.

Despite their similarities, plan-oriented and agile techniques are not exactly competitors. Both have their own set of applications and ‘home turf.’ They’re utilized in a variety of projects, including the following:

- In big projects with predictable needs, plan-oriented approaches are used. An extremely important application domain
- Agile techniques for small teams and unpredictable settings generating applications that aren’t important

The table below summarizes the spectrum of application (home ground) for agile and plan-driven methods:
### Table: Agile vs. Plan-driven Methods

<table>
<thead>
<tr>
<th>Homeground area</th>
<th>Agile methods</th>
<th>Plan-driven methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements</td>
<td>Largely emergent, rapid change</td>
<td>Knowable early, largely stable</td>
</tr>
<tr>
<td>Refactoring</td>
<td>Inexpensive</td>
<td>Expensive</td>
</tr>
<tr>
<td>Primary objective</td>
<td>Rapid value</td>
<td>High assurance</td>
</tr>
<tr>
<td>Customers</td>
<td>Dedicated, knowledgeable, collocated, collaborative, representative, and empowered</td>
<td>Access to knowledgeable, collaborative, representative, and empowered customers</td>
</tr>
<tr>
<td>Development</td>
<td>Agile, knowledgeable, collocated, and collaborative</td>
<td>Plan-oriented, adequate skills, access to external knowledge</td>
</tr>
<tr>
<td>Architecture</td>
<td>Designed for current requirements</td>
<td>Designed for current and foreseeable requirements</td>
</tr>
<tr>
<td>Size</td>
<td>Smaller teams and products</td>
<td>Larger teams and products</td>
</tr>
</tbody>
</table>

Demonstrates one facet of these disparities. The two decreasing curves in this diagram indicate the possible damage to a project if not enough time and effort is put into planning. The two increasing curves depict the project's potential harm because of excessive planning time and effort.

![Figure 2: Using the Spiral Model and MBASE to Balance Discipline and Flexibility](image)

The lines crossing on the left show a project where potential harm is low with under-planning and high with over-planning. This category includes a lot of commercial software, including Web services [13]. The lines crossing on the right represent a project for which potential harm from under-planning is quite large, and for which much more planning would be required before damage from delays due to planning would occur. This category includes safety-critical software projects.

The Most Important Advantages of Agile Software Development

Agile software development is less document-oriented and more code-oriented than traditional software development. This, however, is not its most distinguishing feature, but rather a reflection of two more fundamental distinctions between the two styles. In this section, we will attempt to describe the key advantages of agile software development, which are difficult to achieve in traditional software development.

1. **It's easier to plan and keep track of what's going on.**
   a. Customer and developer cooperation is emphasized in agile software development. Developers can plan and manage projects more easily using this practice.
Furthermore, agile approaches often suggest iterations and provide a new software version every one to three months.

b. Early input is essential.
   Agile techniques are particularly excellent at enabling communication between consumers and developers because of their tight collaboration [14]. Developers can obtain early feedback from consumers because of their habit of often providing functioning software.

c. Gives the customer value right away.
   Again, because the customer is involved throughout the software development process, it has the potential to substantially enhance customer satisfaction, particularly if the client truly knows their requirements and is ready to participate.

d. Allows the creative process to take place.
   Agile approaches are more concerned with people than with processes. To develop high-quality software, they depend on people's experience, competency, and direct collaboration rather than rigid, document-centric processes.

e. Adaptable to changes
   Most of the software process is planned in detail over a longer time period using traditional approaches [15]. This works well if not much changes and the development team is familiar with both the application domain and software technology [16]. Agile approaches truly demonstrate their power in an application area where changes are frequent. The development is quite responsive to changes, thanks to an on-site customer who is always ready to offer answers to any clarifications developers want.

The Most Important Issues in Agile Software Development

While it appears that many software developments projects have been successful thanks to agile procedures, most of these success tales are based solely on personal experiences. We aim to highlight the key challenges and limitations surrounding agile methods in this section:

1. There is a scarcity of funding for large-scale development projects.
   The control and communication mechanisms employed in agile techniques are suitable for small to medium-sized teams [17]. If a large team is involved in the software development project, less agile techniques will be required to address challenges that are unique to large management. Failure to offer enough structure and documentation.

2. It's difficult to create huge, sophisticated software
   It is thought that refactoring may be used to eliminate the requirement to plan for change in agile software development. However, it may not operate effectively in big complicated systems since essential design features may be difficult to modify [18]. Models/designs play a critical role in such systems, whose functionality is so tightly linked and interwoven that incremental software development may not be viable.

3. There is a lack of support for reusability.
   Extreme Programming, for example, focuses on creating software products that answer a specific problem [19]. While there appears to be a justification for using agile processes to create reusable artifacts, it is unclear how agile techniques can be properly applied.

4. Non-functional needs are difficult to manage.
   When customers or users discuss what they want the system to accomplish, they rarely consider resources, maintainability, portability, security, or performance [20]. Some needs for the user interface or safety can be solicited and implemented throughout the development phase. Non-functional requirements should be handled more explicitly in agile techniques since they can influence the database, programming language, or operating system chosen.
5. Support for distributed development environments is limited. Face-to-face communication may not be possible in development contexts when team members and consumers are physically separated. An overview of Agile Software Development Methodology and Its Relevance to Software Engineering Communication Agile procedures enhance communication in software engineering.

6. Agile development can have an impact on an organization's structure. The decision-making authority in agile software development is distributed. This approach to decision-making differs from that of many organizations [21]. In certain cases, programmers make a lot of important decisions, including those that are directly related to business, process, and system requirements, while their supervisors either accept it or not.

III. RESULT AND DISCUSSION

Using Agile Methodology in Software Development

The general procedure of Agile Methodology is like that of traditional software engineering methodology [4]. It begins with a requirement analysis, then moves on to the design, implementation, and testing phases. The specifics that occur in each phase, on the other hand, are extremely different since the focus is not on the model but on the quickly changing needs. This section explains how agile techniques differ from one another yet may be integrated into the software engineering process.

8. Analysis of Requirements

The ability to reach out to customers is critical in agile software development [22]. This provides the foundation for quick feedback and communication, resulting in a better knowledge of requirements and the development process. In the Extreme Programming approach, for example, it is considered that the customer is an ideal user representative who can correctly answer all questions and has the authority to make sound judgments.

All agile methodologies highlight that interacting with customers is the best way to obtain information for development and avoid misunderstandings. Customers and developers should try to speak with the person in charge if something is unclear or loosely stated to avoid indirect knowledge transfer.

However, there is still an issue, even though agile techniques are built on incorrect client participation throughout the whole development process. Agile techniques often require several clients with diverse backgrounds, but sometimes just one customer is available to work with the development team. As a result, not all the questions that arise can be answered in sufficient depth.

9. Modelling and design

Agile Modelling is one of the agile approaches that heavily incorporates modelling (AM). Although modelling is utilized in AM, it serves a distinct function. Models are used in AM to express understanding about a tiny component of a system under development, for example. Most of the models do not make it into the final system model since they are primarily throw-away models that are created on a whiteboard or paper and wiped after serving their function [23].

The agile technique is appropriate for small to medium-sized projects when used in this way. Because it integrates a full model of software in the design process, the plan-driven technique is better suited for big and complicated projects.

8. Incorporation

A method utilized in Extreme Programming is the most interesting and extreme method when it comes to implementation. It’s known as "pair programming." In XP, programmers collaborate in pairs and as a group, using a basic design and rigorously tested code, constantly updating the design to meet current demands. Pair programming, on the other hand, does not imply that all code is written by two programmers working together on a single computer. Some code is better done alone, while others are best implemented in pairs.

10. Testing
Before writing the core code, developers in Extreme Programming perform unit tests for everything. They develop unit tests for all the common scenarios as well as any unique ones. Then they run all the unit tests, and if they discover a bug in the code, they write more unit tests to isolate the issue. After that, they repair the problem in the code and repeat all the tests.

11. Methodology Tools for Agile

The agile method may be used with a variety of technologies available on the market [7]. VersionOne is one of the programs. We can plan and manage our agile software development projects with the help of a tool like this. VersionOne is a software development project management company that specializes in the planning, management, and execution of quickly changing, unexpected software development projects [5], [24], [25]. It also offers numerous template projects in a web-based environment for Scrum, Extreme Programming, and DSDM techniques.

Another tool, known as TP, was created to make planning, tracking, and quality assurance tasks easier.

III. CONCLUSION

To summarize, the agile approach is a viable alternative to plan-driven methodologies (e.g., UML or Waterfall Model) in the creation of high-quality software. It's also ideal for small to medium-sized projects because developers don't generally focus on models as the major component of the final program. An overview of Agile Software Development Methodology and Its Relevance to Software Engineering Agile techniques feature a distinct approach to each software engineering phase that focuses on feedback and change. As a result, it is thought that this technique can increase programmers' productivity.
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